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OVERVIEW 
 
This document is a reference material to be consulted when implementing the self-modifying programming in 

an application program, using the FLS17702 flash memory data erase and write program included in the 
S1C17702 module. 

 
 

OPERATING ENVIRONMENTS 
 
 PC 

GNU17 (S5U1C17001C) development tool must be installed.* 
ICDmini USB driver must be installed. 

 ICDmini (S5U1C17001H) 
A USB cable is required for connection with the PC. 

 Target CPU board 
The dedicate cable (4-pin to 4-pin) is required for connection with the ICDmini. 

 S1C17702 self-modifying programming package (This package) 
 
 

* This package has been checked for its normal operation in GNU17 v.1.5.0 environment. 
* The SVT17702 (S5U1C17702T1100) board can be used as an alternative to the ICDmini/target CPU 

board. 
 

 



 
 
 

S1C17702 Self-Modifying Programming (FLS) EPSON i 
Application Note (Rev.1.0) 

 

Table of Contents 
 

1. SPECIFICATIONS...........................................................................................................1 

2. FLASH MEMORY SPECIFICATIONS .............................................................................2 
2.1 Flash Memory Control ..................................................................................................................3 
2.2 Functional Description .................................................................................................................3 
2.3 Usage .............................................................................................................................................4 

3. SOFTWARE DESCRIPTION ...........................................................................................8 
3.1 Folder configuration .....................................................................................................................8 
3.2 File Configuration .........................................................................................................................8 
3.3 Global Variable..............................................................................................................................9 
3.4 Control registers ...........................................................................................................................9 
3.5 Error Code Definition....................................................................................................................9 
3.6 Detailed Description of Flash Memory Data Erase/Write Driver .............................................10 
3.7 Header Definitions ......................................................................................................................19 
<APPENDIX 1> Sample Program.....................................................................................................19 
<APPENDIX 2> How to Debug the Sector Erase ............................................................................22 

REVISION HISTORY.........................................................................................................23 



1. SPECIFICATIONS 
 
 

S1C17702 Self-Modifying Programming (FLS) EPSON 1 
Application Note (Rev.1.0) 

1. SPECIFICATIONS 
 
The S1C17702 self-modifying programming package provides a program library to modify program codes 

and data in the flash memory included in the S1C17702 module. Flash memory data erase and write processes 
can be executed by function calls from an application program after linking this object to the application 
program. 

 
The following illustrates the connection required for operation. 
 
 
 CPU Board 

4pin - 4pin 
Cable 

GNU17 

Self-modifying 
programming package 

PC 

 

ICDmini 

 USB cable 
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2. FLASH MEMORY SPECIFICATIONS 
 
The following describes configuration of the flash memory included in the S1C17702 module. 
 

・ The number of sectors : 32 sectors 
・ Memory capacity  : 128K bytes 
・ Data erase unit  : Chip or sector 
・ Data write unit  : Word (16-bit) 
・ Read cycle  : 1 to 5 cycles *1 
・ Operating voltage *2 : Read 1.8V to 3.6 V 

 Erase/write 2.7 V to 3.6 V  
 
*1:  Set an appropriate data read cycle of the flash memory according to the CPU clock speed. 

For detailed settings, see the relative section of the “S1C17702 Technical Manual”. 
 
*2: The operating voltage for the flash memory is generated by controlling the internal voltage circuit 

with software. Set the appropriate values for VDD and internal operating voltage VD1 according to the 
following operating modes. 
For details of the operating voltage for each mode, see the relative section of the “S1C17702 
Technical Manual”. 
 
1. Normal Operating mode 
  A normal mode to run an application program. 
  VDD = 1.8 to 3.6 V, and internal operating voltage VD1 = 1.8V 
 
2. Flash Memory Erase/Write mode 
  An operating mode to erase flash memory data or write program/data to the flash memory. 
  VDD = 2.7 to 3.6 V, and internal operating voltage VD1 = 2.5V 
 

Relation between S1C17702 Memory Addresses and Flash Memory Sectors 
 

S1C17702 address Flash memory sector No. S1C17702 address Flash memory sector No.
0x17000~0x17fff  15 0x27000~0x27fff  31 
0x17000~0x17fff 14 0x27000~0x27fff 30 
0x17000~ 0x17fff 13 0x27000~0x27fff 29 
0x17000~0x17fff 12 0x27000~0x27fff 28 
0x17000~0x17fff 11 0x27000~0x27fff 27 
0x17000~0x17fff 10 0x27000~0x27fff 26 
0x17000~0x17fff 9 0x17000~0x17fff 25 
0x10000~0x10fff 8 0x20000~0x20fff 24 
0x0f000~0x0ffff  7 0x1f000~0x1ffff  23 
0x0e000~0x0efff 6 0x1e000~0x1efff 22 
0x0d000~0x0dfff 5 0x1d000~0x1dfff 21 
0x0c000~0x0cfff 4 0x1c000~0x1cfff 20 
0x0b000~0x0bfff 3 0x1b000~0x1bfff 19 
0x0a000~0x0afff 2 0x1a000~0x1afff 18 
0x09000~0x09fff 1 0x19000~0x19fff 17 
0x08000~0x08fff 0 0x18000~0x18fff 16 
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2.1  Flash Memory Control 

 
The S1C17702 built-in flash memory starts data erasing or writing by issuing the data erase or write 

command to the flash memory, respectively. The following lists the flash memory commands. 
 

Flash Memory Command List 
 

Bus cycle 
1st 2nd 3rd 4th 5th 6th Command 

addr Data addr Data addr Data addr Data addr Data addr Data
Read RA RD           

Chip erase 555h AAh 2AAh 55h 555h 80h 555h AAh 2AAh 55h 555h 10h
Sector erase 555h AAh 2AAh 55h 555h 80h 555h AAh 2AAh 55h SA 30h

Write 555h AAh 2AAh 55h 555h A0h PA PD     
Notes: A10 to A0 (hex) are command addresses. A14 to A11 must be set to Low or High. 

D7 to D0 (hex) are command data. D15 to D8 must be set to Low or High. 
 

X = High or Low 
RA = Read address 
RD = Read data 
PA = Write address 
PD = Write data 
SA = Sector address 

 
 

2.2  Functional Description 
 
The following functions are provided by this program library. 
 
Flash memory erase function: 
flash_erase(unsigned long ulCtrlReg, unsigned char ulStart, unsigned char ulEnd); 

This function erases S1C17602 built-in flash memory data by the chip or the sector based on the 
specified start address, data erase start sector, and data erase end sector. 
For the data erase sectors, 0 to 32 can be specified. 
Notes) The “0” sector denotes the chip erase. 

 
Flash memory write function: 
flash_load (unsigned long ulProgAddr, unsigned long ulSize, unsigned char* pData); 

This function writes memory data to flash memory based on the specified pointers to the data write 
address, the write data size, and the write data. 
Notes: The effective range of the write data size is NOT checked in this library. 

 
<Notes on this package> 

1. This is the dedicate package to the S1C17702 module. 
2. This package has been created for program development using the GNU17 (S5U1C17001C). 
3. The verify function is included in the flash memory erase/write functions. 
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2.3  Usage 

 
The following describes how to use the program library of this package. 
 
1. Adding the library and header file 

Import the “lib” folder in the package to the project folder. 
Instead of it, you may import the source file to the project folder. 
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2. Adding the library 
To use the imported library, add it to library setting. 
Select [Properties]-[GNU17 Build Options]-[Linker]-[Libraries] of the project, choose the red bullet 
shown in the following figure, and add the “fl_17702def.o,” “fl_17702.o,” and “fl_17702exe.o” from the 
“lib” folder to the project. 
Notes) This step is not required if the source file is imported instead of the program library. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
 
3. Setting the include path 
 To use “fl_self.h” in the “lib” folder, set the include path. 

Select [Properties]-[GNU17 Build Options]-[Directories] of the project, choose the red bullet shown in 
the following figure, and set the include path to the “lib” folder in the project. 
Notes) The include path does not need to be specified directly in the source file. 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 



2. FLASH MEMORY SPECIFICATIONS 
 
 

6 EPSON S1C17702 Self-Modifying Programming (FLS) 
Application Note (Rev.1.0) 

4. Setting the linker scripts 
 Set the linker to the imported library. 

 
Select [Properties]-[GNU17 Linker Script Settings] of the project, choose the red bullet shown in the 
following figure, and add the section where the library is placed. 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Bestow any name starting with “ .” on the section to be added, and place “fl_17702exe.o”. 
Because “fl_17702exe.o”, a library issuing control commands to the flash memory, needs to be executed 
in the built-in RAM, place its execution address (VMA) in the built-in RAM. 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
 
 
 

* This example creates a section called “.fls”, where this library is placed. The actual data (LMA) is 
placed on the flash memory, and execution address (VMA) is on the RAM, both are after the “.data” 
section. 

* “fl_17702def.o” and “fl_17702.o” need not to be placed on the RAM. 
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5. Declaring the header file 
Declare to include the “fl_self.h” file into the source file that uses this library. 
Note) If the include path has not been set, specify the path to include. 

 
 
 

 
 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
6. Adding the copy codes to the built-in RAM 

Add the following code to the application program so that the library is copied to the area being set by the 
linker script before this library is executed in the application program. 

 

 
 
7. Adding the flash memory erase/write execution codes 

Add the following codes to the application program so that the library function is called within the 
application program and that data is written or erased to/from the flash memory. 
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<Usage notes> 
 Be sure to copy fl_17702exe.o into the built-in RAM, and execute it from the built-in RAM. 
 The sector erase of flash memory data cannot be executed from the GDB. 
 This library uses 316 bytes of built-in RAM area for the library and 92 bytes for stacks. 

Do not destroy the library placement area during library execution. 
 Consider the rewritable count of the flash memory when using this library. 

For specifications of the flash memory, see the relative section of the “S1C17702 Technical Manual”. 
 Set power voltage and internal operating voltage to the appropriate values prior to the flash memory data 
erase or write. 
For detailed settings, see the relative section of the “S1C17702 Technical Manual”. 
Because this program library sets internal operating voltage within the library, it does not needs to be 
changed in the source codes. 

 
 

3. SOFTWARE DESCRIPTION 
 

3.1  Folder configuration 
 
This package has the following folder configuration. 
 

+self_fls17702 
+lib : self programming library 
+src : self programming GNU17 project 
+c17702_sample : sample program for self programming 

 
 

3.2  File Configuration 
 
This package has the following file configuration. 
 

Self_fls17702/lib 
File name Description 

fl_17702.o S1C17702 flash memory erase/write library 
fl_17702def.o S1C17702 address information table definition library 
fl_17702exe.o S1C17702 flash memory command control library 
fl_self.h Function library declaration header file 
 

self_fls17602/src 
File name Description 

fl_17702.c S1C17702 flash memory erase/write program 
fl_17702def.c S1C17702 address information table definition 
fl_17702exe.c S1C17702 flash memory command control program 
fl_17702.h S1C17702 FLS program header definition 
s1c17702.h S1C17702 standard I/O definition file 
fls17702_self _gnu17IDE.lds Linker script file 
fls17702_self _gnu17IDE.cmd GDB command file 
fls17702_self_gnu17IDE.par Parameter configuration file 
fls17702_self _gnu17IDE.mak Make file 
.cdtproject Project file 
.gnu17project Project file 
.project Project file 
GDB17 Launch for fls17702_self.launch Project startup file 
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3.3  Global Variable 
 
The following lists the global variables used in this library. 
 

Variable name Type Description 

flsCtrlReg unsigned long 
An array to store the start address of the flash 
memory 

ulSector[] unsigned long An array to store the start address of each sector
 
 

3.4  Control registers 
 
The following shows the control register used in this library, settings based on the description of “S1C17702 

Technical Manual”. 
 

Address Description Settings 

0x5120 (B) VD1 Control Register 

D7-D-5:Reserved 
D4: Sets the internal constant-voltage heavy 
load protection mode. 

1: On  0: Off 
D3-D-1:Reserved 
D0: Sets the internal operating voltage. 

1: Flash (2.5 V)  0: Normal(1.8 V) 
 
 

3.5  Error Code Definition 
 

Definition name Value Description 
FLS_E_SUCCESS 0 Successful flash memory operation (Normal termination) 

FLS_E_VERIFY 1 

Verify error 
This error code is returned if data is read from the specified address during the 
flash memory data write or erase and if the read data does not match the 
specified data.  
Upon the flash memory data erase, the specified address data is checked if it is 
0xFFFF or not. 

FLS_E_PARAM1 3 
Out of range for data erase start sector 

This error code is returned if the data erase end sector number is negative or if 
it has exceeded the maximum number of sectors. 

FLS_E_PARAM2 4 
Out of range for data erase end sector 

This error code is returned if the data erase end sector number is negative or if 
it has exceeded the maximum number of sectors. 

FLS_E_REGERR 6 
Sector boundary error 

This error code is returned if the flash memory start address is not on the sector 
boundary. 
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3.6  Detailed Description of Flash Memory Data Erase/Write Driver 
 
The following describes the functions included in fl_17702.o (fl_17702.c). 
 

Flash Memory Erase 
 

Function name 
flash_erase(unsigned long ulCtrlReg, unsigned char ulStart, unsigned char ulEnd); 
Arguments 
ulCtrlReg unsigned long Specifies the start address of the flash memory. 
ucStart unsigned char Specifies the data erase start sector of the flash memory. 
ucEnd unsigned char Specifies the data erase end sector of the flash memory. 
Return value 
int Indicates the result (an error code) of data erase from flash memory. 
Description 
This function erases flash memory data as specified by the parameters. 
Data is erased from the flash memory in the following steps. 
(1)  Checks the parameters of the flash memory start address, data erase start sector, and the data erase end sector.
(2)  Switches the internal operating voltage to the Flash Programming mode. 
(3)  Passes the data erase start address and the entire erase decision flag to the chip_erase function, and erases the 

flash memory data. 
(4)  Checks to see whether the specified sector has been erased. 
(5)  Switches the internal operating voltage to the Normal mode. 
(6)  Returns the result of the erase. 
Remarks 
The sector erase must be specified in the format of “specified sector number plus 1” because logical 0 indicates the 
chip erase. 
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Flowchart of Flash Memory Erase 
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Issue of Flash Memory Erase Command 
 

Function name 
int chip_erase (unsigned long ulAddr, unsigned char ucMode); 
Arguments 
ulAddr unsigned long Specifies the data erase start address of the flash memory. 

ucMode unsigned char 
Selects the flash memory data erase mode. 

1:Chip erase  2:Sector erase 
Return value 
Int Returns the verify result (an error code) of the flash memory data erase. 
Description 
This function erases data in the specified address (or sector) according to the command sequence of the flash 
memory. 
The command is issued and data is erased from flash memory in the following steps. 
(1)  Issues the data erase command (common to chip and sector data erase) to the flash memory. 
(2)  Issues the data erase command in the erase mode that has been passed from the flash_erase function. 

1:Chip eras  2:Sector erase 
(3)  Checks to see if the data has been erased normally, and returns the verify result. 
Remarks 
To erase multiple sectors of data, you need to change the erase start address and call the function multiple times. 
 
 
Flowchart of the Issue of Flash Memory Erase Command 
 

START 

Issue the chip erase 
command 

Issue the sector 
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Chip erase? 
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END 

Set the process result 
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Issue the flash memory
data erase command 

Verify 
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3. SOFTWARE DESCRIPTION 
 
 

S1C17702 Self-Modifying Programming (FLS) EPSON 13 
Application Note (Rev.1.0) 

Flash Memory Write 
 

Function name 
int flash_load (unsigned long ulProgAddr, unsigned long ulSize, unsigned char* pData); 
Arguments 
ulProgAddr unsigned long Specifies the destination address for data writing. 
ulSize unsigned long Specifies the size for data writing. 
pData unsigned char* Specifies the pointer to the write data. 
Return value 
int Indicates the result (an error code) of flash memory data write. 
Description 
This function writes data in flash memory as specified by the parameters. 
Data is written in the flash memory in the following steps. 
(1)  Switches the internal operating voltage to the Flash Programming mode. 
(2)  Create a write data (half-word data) based on the passed parameters. 
(3)  Checks to see if the destination address is write-enabled or not. 
(4)  Passes the write address and data to the emb_program function, and writes data in the flash memory. 
(5)  Checks to see if the data has been written normally or not. 
(6)  Repeats operations from Step (2) to Step (5) for the specified size of write data. 
(7)  Switches the internal operating voltage back to the Normal mode. 
(8)  Return the data write result. 
Remarks 
None 
 
 



3. SOFTWARE DESCRIPTION 
 
 

14 EPSON S1C17702 Self-Modifying Programming (FLS) 
Application Note (Rev.1.0) 

Flowchart of Flash Memory Write 
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Flowchart of Flash Memory Write 
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Issue of Flash Memory Write Command 
 

Function name 
Int emb_program(unsigned long ulProgAddr, unsigned short usWrtData) 
Arguments 
ulProgAddr unsigned long Specifies the data write address. 
usWrtData unsigned short Specifies the write data. 
Return value 
Int Returns the verify result (an error code) of the flash memory data erase. 
Description 
This function writes data in the specified addresses by following the command sequence of flash memory. 
(1)  Issues the data write command to the flash memory. 
(2)  Writes the word data in the specified write address. 
(3)  Checks to see if the data has been written normally, and returns the verify result. 
Remarks 
None 
 
 
Flowchart of the Issue of Flash Memory Write Command 
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3. SOFTWARE DESCRIPTION 
 
 

S1C17702 Self-Modifying Programming (FLS) EPSON 17 
Application Note (Rev.1.0) 

Flash Memory Data Read 
 

Function name 
unsigned short dq_poll(unsigned long ulAddr) 
Arguments 
ulAddr unsigned long Specifies the flash memory address. 
Return value 
short Data of “ulAddr” address 
Description 
This function reads word data from the specified flash memory address. 
Remarks 
None 
 
 
Flowchart of Flash Memory Data Read 
 

START

Read the half-word data from the 
specified address

Set the read data in the 
return value

END
 

 
 

Verify Check 
 

Function name 
int flsVerifyCheck(unsigned long ulChkAddr, unsigned short usChkData) 
Arguments 
ulChkAddr unsigned long Specifies the check address. 
usChkData unsigned short Specifies the check data. 
Return value 

int 
Indicates the verify result. 
0:Normal  1:Verify error 

Description 
This function verifies if flash memory data has been erased or written normally. 
The flash memory is verified and checked in the following steps. 
(1) Checks the process termination using the toggle bit function. 
(2) Compares and checks if the data read from the check address matches the check data or not. 
(3) Returns the check result. 
Remarks 
The toggle bit function outputs logical 0 and 1 bits alternately each time data is erased or written. 
When the data has been erased or written, the toggle output is stopped, indicating the completion of data erase or 
write. 
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Flowchart of Verify Check 
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3.7  Header Definitions 
 
The following lists the “define” values used in this library. 
 

Definition name Value Description 
FLASH_COM1_ADDR 0x555 << 1 Flash memory command address 1 
FLASH_COM2_ADDR 0x2aa << 1 Flash memory command address 2 
FLASH_ERASE1 0xaa Flash memory erase command 1 
FLASH_ERASE2 0x55 Flash memory erase command 2 
FLASH_ERASE3 0x80 Flash memory erase command 3 
FLASH_ERASE4 0xaa Flash memory erase command 4 
FLASH_ERASE5 0x55 Flash memory erase command 5 
FLASH_ERASE6 0x10 Flash memory erase command 6 (Chip erase) 
FLASH_ERASE6_S 0x30 Flash memory erase command 6 (Sector erase) 
FLASH_PROG1 0xaa Flash memory write command 1 
FLASH_PROG2 0x55 Flash memory write command 2 
FLASH_PROG3 0xa0 Flash memory write command 3 
FLS_B_DQ6 0x0040 Flash memory data bit 6 
FLS_E_SUCCESS 0 Successful flash memory operation (Normal termination)
FLS_E_VERIFY 1 Verify error 
FLS_E_PARAM1 3 An erase start sector error 
FLS_E_PARAM2 4 An erase end sector error 
FLS_E_REGERR 6 Address boundary error 
FLS_SCTSIZE 4096 Byte count per sector 
FLS_SCTMAX 129 S1C17702 built-in flash memory sector count 
FLS_TOPADDR 0x8000 S1C17702 built-in flash memory start address 
FLS_INIDAT 0xffff Flash memory initial data value 
FLS_FILL_L 0x00ff Half-word, low-order byte mask 
FLS_FILL_H 0xff00 Half-word, high-order byte mask 
SOFT_WAIT 3000 Internal operating voltage stabilization waiting 
VD1_CTL 0x5120 Internal operating voltage control register 
VD1_CTL_VD1MD 0x01 Internal operating voltage mode select bit 
 

<APPENDIX 1> Sample Program 
 
This package contains a sample program that uses the self-modifying programming technique. 
 

<File configuration> 
The following shows the configuration of sample program files. 
+ c17702_sample 

+ lib : self programming library folder 
fl_self.h : self programming header file 
fl_17702.o : self programming main program file 
fl_17702exe.o : self programming control program file 
fl_17702def.o : flash memory sector definition file 

+ lcd : lcd sample driver folder 
lcd.c : lcd driver program file 
lcd.h : lcd driver header file 
pw_booster_wait.s : wait program for lcd 

boot.c : boot program file 
main.c : main program file 
init.c : init program file 
init.c : init header file 
data.c : lcd data file 
update.c : lcd update data file 
s1c17702.h : s1c17702 header file 
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<Outline of sample program> 
The sample program modifies the LCD display data declared by “const” into the data placed in the RAM. 
First, the program displays the data written in the flash memory on the LCD panel. (See the left figure shown 
below) 
When a certain time has passed, the self-modifying starts and the program modifies the data placed in the 
RAM into the flash memory data. Finally, the data modified by the self-modifying process is displayed on the 
LCD panel as shown below. 
 

Before self-modifying process After self-modifying process 
 

 
 
 

<Memory placement> 
The following shows the linker script setting (memory placement) of the sample program. 
 

 
 

 
 
The following shows the definition of each section. 
(1) “.fls” section (Self-modifying programming library) 

Attributes : text 
Place file : fl_17702exe.o 

This section includes the library that issues control commands to the flash memory. 
The actual data of the library needs to be copied to this area before the self-modifying starts. 

(2) “.lcd_after” section (Display data for updating) 
Attributes : rodata 
Place file : update.o 

This section contains the display data for updating, and it is placed in the built-in flash memory (10000h). 
Data is written in the flash memory by self-modifying of this section data. 

(3) “.lcd_before” section (Display data) 
Attributes : rodata 
Place file : main.o 

This section contains the data initially displayed on the LCD panel. 
The data is modified into the display data for updating by the self-modifying process. 

 

(1) 

(2) 
(3) 
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<Library specifications> 
The following lists the specifications of the library to be executed by the sample program. 
 

Flash memory erase (flash_erase) 
 

Flash memory start address Data erase start sector Data erase end sector 
0x8000 3 (0xB000 to) 3 (to 0xBFFF) 
* For the sector number to be set in the flash memory data erase parameter, an actual sector number plus 1 

is specified. 
 

Modified data address Modified data size Modified data 
0xB000 56 updateLineBit[56](0x0 - 0xFF) 
 

Operation outline: 
The following outlines the sample program operations. 

(1) Copies the self-modifying library to the built-in RAM. 
(boot.c / copyLmaToVma) 
(2) Initializes the LCD. 

(main.c / initLcdPower, startLcdClk, initLcd,reverseLcdCom, lcdOn, clearLine) 
(3) Displays the data currently written in address B000h on the LCD panel. (See the left figure shown 

above) 
(main.c / drawLine) 
(4) Erases sector 3 (addresses B000h to BFFFh) of the built-in flash memory. 

(update.c / flash_erase) 
(5) Writes the 56-byte “updateLineBit” display data for updating to address B000h. 

(update.c / flash_load) 
(6) Displays the data written in address B000h on the LCD panel again. (See the right figure shown 

above) 
However, if an error has occurred, the above process is not executed. 
(main.c / drawLine) 

 
<Execution procedure> 

1. Import a project 
Start the IDE and import the “sample” project. 
* For the importing procedure, see the relative section of the “S5U1C17001C Manual”. 

2. Building 
Build the “sample” project by using the IDE. 
* For the build procedure, see the relative section of the “S5U1C17001C Manual”. 

3. Connecting to the target 
Connect the ICDmini and target CPU board, or SVT17702 to the PC. 

4. Loading the program. 
Load the “sample” project by using the IDE. 
* For the program loading procedure, see the relative section of the “S5U1C17001C Manual”. 

5. Executing the program 
Run the program by resetting the target CPU board or by performing others. 
* Because you cannot erase the sector data with the GDB, the display data cannot be modified. 

 
<Notes> 

 The sample program assumes use of SVT17702 so that the updating result is shown. 
 The sample program modifies the flash memory data each time the program is executed. 

When you include it in the actual application program, set a trigger or others as may be necessary. 
 For the LCD control, see the relative section of the “S1C17702 LCD Driver Application Note”. 
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<APPENDIX 2> How to Debug the Sector Erase 
 
As described previously, the sectors data in S1C17702 built-in flash memory cannot be erased with the 

debugger. The sector data erase via the self-modifying must therefore be executed without the debugger, for 
example by resetting the target. However, this method does not allow the debugger to check operation after the 
erase. When you must debug operation after the erase, therefore, the procedure described in the following helps 
make the debugging process efficient. 

 
<Preliminary preparation for debugging> 

Insert asm(“brk”) into source codes using the inline assembler, at the position from which you want to resume 
the debug process after erasing data in the flash memory. 
 
<Debugging procedures> 

1. Download the program via the debugger. 
Download the program embedded with asm (“brk”). 
 
2. “Continue” the program with the debugger. 
Execute the program from the debugger. Sector data cannot be erased at this step. 
 
3. Reset the target under the “continue” state. 
Be sure to reset the target while the program is running. 
The program executed (free run) after the reset can erase sector data. 
 
4. Wait until the program breaks at “asm (“brk”)” the position defined at the previous step. 

The program breaks when the embedded asm (“brk”) starts to run. 
 
5. Execute “set $pc=$pc+2” from console of the debugger. 
In order to resume the debugger, the pc value must be incremented by 2. 
* In GNU17 v.1.2.0 or later version, the pc value is automatically incremented by 2. 
 
6. Resume the debugger. 
Proceed with usual debugging processes thereafter. 
 
Connection with the debugger is temporarily disconnected at Step 3. The program disconnected from the 
debugger proceeds to the sector data erase step and then breaks at the point embedded with asm (“brk”). 
When the program breaks, the debugger loads debugging information of the program again and displays it on 
the debugger. Lastly resume the debugging process after making sure that the erasing sector data has been 
completed. 
 
<Notes> 

・ Be sure to reset the target while the program is running. 
・ After the program has broken at the asm (“brk”) point, it breaks again even if it is started from the debugger 

unless its pc value is set to +2. Therefore, be sure to set the pc value to +2 as shown in Step 5 from the 
console or the register pane. Registering this step with a user command button of the debugger allows for 
an efficient debugging. 

・ The asm(“brk”) instruction should not be left in the final source codes. We recommend you use #indef or 
others to configure that the instruction is inserted only during the debug process. 
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